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# 表设计规范

* 尽量遵守数据库设计第三范式(3NF)。--未审计
* 第一范式（1NF）无重复的列
* 第二范式（2NF）属性完全依赖于主键
* 第三范式（3NF）属性不依赖于其它非主属性

例子：假定学生关系表为Student(学号, 姓名, 年龄, 所在学院, 学院地点, 学院电话)，关键字为单一关键字"学号"，因为存在如下决定关系：

(学号) → (姓名, 年龄, 所在学院, 学院地点, 学院电话)

这个数据库是符合2NF的，但是不符合3NF，因为存在如下决定关系：

(学号) → (所在学院) → (学院地点, 学院电话)

即存在非关键字段"学院地点"、"学院电话"对关键字段"学号"的传递函数依赖。

它也会存在数据冗余、更新异常、插入异常和删除异常的情况，读者可自行分析得知。

把学生关系表分为如下两个表：

学生：(学号, 姓名, 年龄, 所在学院)；

学院：(学院, 地点, 电话)。

这样的数据库表是符合第三范式的，消除了数据冗余、更新异常、插入异常和删除异常。

* 表名、列名一律采用英文命名，且必须有对应的中文注释(comment)！--审计
* 命名应使用常用英文词汇或者缩写，一律使用小写。多个单词组成的，以下划线(\_)分隔开来。--符合
* 名称中只能使用英文字母、数字和下划线，切勿使用空格。--符合
* 表、列名称中不允许使用数据库的关键字及保留字(如default、select)。--审计
* 命名长度不宜过长。若考虑可能的数据迁移兼容性，应尽量短小(如MySQL最长64字符，而Oracle中对象名称最大30个字符)。--符合
* 命名应该反映数据集所在的业务范围，或者业务功能，如property\_metric(资产度量)。--审计
* 当字段类型为枚举或者布尔型时，使用 ~~CHAR~~VARCHAR类型，长度取8或16，太长可考虑简写。常用的状态类字段~~注释可写成comment '定单状态：1-已下单，2-已付款，3-退款中，4-已退款'。~~使用大写的编码方式，如SMS-短信，PUSH-推送消息，INTERNAL-站内信等 --审计 讨论
* 在设计时候包含纯数据库功能字段，包括：type\_id，create\_time，create\_by，update\_time，update\_by，is\_deleted。这些字段与应用逻辑无关，记录的是数据行在数据库中的生命周期。特别是在按照时间进行增量数据迁移时，create\_time作用凸显！--审计
* 原则上每张表必须有主键，主键字段\*\_ID使用int或bigin。如果create语句中有类似AUTO\_INCREMENT=10000标示，则需去掉。--符合
* 常用于检索的字段(如姓名、手机)不允许为null，可提供空串’-’作为赋值。数字类型字段不允许为null，可提供0作为赋值。--审计
* 尽可能将长度较小的列放在前面，长度较大的列放在后面。--未审计讨论
* 每张表的列总数不宜过多，一般单表不应超过30列。若列过多，则应考虑垂直拆分。拆分的规则是将常用列(热列)放在主表，非常用列(冷列)放在辅表。--符合
* 若可预估表数据量很大，应预先考虑分库分表方案，即水平拆分。为防止分库分表后主键\*\_ID全局不唯一，对需分库分表的表使用UUID标识记录，以方便后期分库分表重构！--未审计
* 数据库默认字符编码设置为UTF8，默认存储引擎为INNODB。--符合
* 关于外键。数据模型设计外键，生成数据结构后disable外键。--未审计

# 索引设计规范

* WHERE条件后面的经常查询的字段，通常需要考虑创建索引。--审计
* 索引命名。普通索引，以idx\_开头，连接列名，如idx\_mobile。唯一索引，以unq\_开头，连接列名，如unq\_id\_card。--审计
* 值范围重复的比例少的列，适合作为建立索引字段。值范围重复比率高的字段不适合建立索引。--审计
* 主键字段自动创建唯一索引。--符合
* 慎用联合索引。某些情况下，联合索引可能失效，甚至可能导致执行计划异常。创建联合索引前，应经过反复的测试。--审计

# SQL编写规范

* 避免单SQL语句join过多数量表，尽可能将表总数控制在5张以下！--符合
* 应用程序中的SQL语句，禁止一切DDL、DCL操作，例如：create、drop、alter、grant、remove等。--符合
* 如果需要事务的支持，需使用innodb。程序建立数据库连接时，先关闭自动提交，如: set auto\_commit=0。 在写java代码的时候，在有事务处理的情况下，执行insert、delete、update后，再commit；在exception代码块，必须有相应的rollback操作。--未审计
* 不要出现select \*类似的代码，明确指定字段名，且仅选择必需的字段。--审计
* update、delete语句后面必须跟上where子句！--未审计 进行中
* 避免在where子句中对字段进行函数运算。如date\_format(p.payment\_date, '%Y-%m-%d') >= date\_format('2015-10-10', '%Y-%m-%d')，这样会使索引失效。--符合
* 避免多余的排序，使用group by的时候，默认会进行排序。若不需要排序，可以使用order by null。--未审计
* 当表连接时候，如果用于连接的两个表的字段数据类型不一致，则必须在一边加上类型转换的函数，以杜绝mysql做隐式类型转换。--未审计
* 关于绑定变量。对于OLAP/DSS类型的应用系统，可不使用绑定变量；对于OLTP类型的应用系统，在SQL语句中一定要使用绑定变量，能批量绑定更好；对于OLAP和OLTP混合型的应用系统，如果有循环，循环内部的SQL语句一定使用绑定变量。--未审计

# 其他规范

* 数据库应杜绝触发器。除非无其他解决办法，否则数据库中不应有触发器。这样既能有效保证数据库性能，又可以避免可能的触发器递归调用，那将会轻松导致系统崩溃！--符合
* 术业有专攻，数据库中避免创建存储过程、函数等子程序。避免将复杂、密集计算的业务逻辑封装进数据库，影响数据库性能，同时给应用程序的维护带来多层耦合。--符合
* 通常情况下，表设计应遵循第三范式。但在特定情况下，需要采取反范式手段，减少join，以冗余存储换取数据库性能。--未审计
* 视频、音频、图片、文档等大数据对象不宜存储在关系数据库中，可考虑存储在专门的文档数据库如MongoDB。--未审计 讨论